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1. Introduction 

This report is to introduce and explain the search engine we implemented in details, which 

will include its architecture, retrieval models and the experiment results. And this report will 

also compare and analyze the advantages of one retrieval model over the other by numerical 

measurements and different evaluations. 

 

The whole system was entirely developed in Java, and to further adapt different 

implementation, the system has three optional retrieval models: Boolean, Fuzzy Boolean and 

Vector Space retrieval models, as well as an advanced model that was innovated by us and 

with the hope of improving the effectiveness and usage of our system.  

 

At the end of the section, the report will be about the management of this project. 



2. Search Engine Architecture 

The architecture organized the process of retrieving results. 

 

 
 

 

We would preprocess post1.txt, and create a new inverted file, which would be the content 

of the corpus together with file.txt. We use porter stemmer for processing queries. After 

running the program, it will produce the search result file, which can be used for evaluation.  

 

Data classes, which are essential for models to process data with different format. 
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Data Preprocessing 

We choose to preprocess post1.txt and create a new inverted file based on the format below 

 

 

In the data directory, we have 7 classes, which would be used by our numerous models in 

data processing.  

 

The Corpus class denotes a corpus of documents, as its name suggests, and we have three 

fields in this class: 

1. fileID_DocumentMap (HashMap), which maps fileID to TREC document.  

2. invertedIndex (HashMap), which maps a term to a list of WordMetadata. 

3. documentLengths (HashMap), which maps fileID Integer to Document Length.  

 

The WordMetaData class is comprised of individual postings, each of which consists of a file 
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ID and payloads. In our implementation, the payloads include  

1. TF (term frequency); 

2. The position of every occurrence of the term in that document.  

 

 

The Document class, which is a class to abstract documents, and we have 4 fields in this 

class:  

1. fileID (Document ID/File ID - Actual order of how the file information are listed in file.txt) 

2. docLength (Document Word Count) 

3. docID (Actual Record ID for TREC Programs) 

4. path (Path to the file for TREC Programs) 

 

 

The Query class is used for abstracting every query.  

The SearchResult class is used for abstracting the search results.  

The Resource class is used to store the paths of files.  

The PostTestProcessor class is used to preprocess the post1.txt and generate inverted file.  

 



3. Retrieval Models 

3.1 Boolean Model 

The Boolean Model uses “OR”, “AND”, “NOT” to do searching. We find in the query files, 

however, that the short queries and long queries do not explicitly use “OR”, “AND”, “NOT” to 

do searching. In our Boolean Model, we only choose “OR” to do searching, for example input 

“Turkey Iraq water”, the Model will identify it as ““Turkey” OR “Iraq” OR “water””, that 

means if any one of these three words matches any documents, the Boolean Model see that 

document as a result and output that result. 

 

Typically, a normal Boolean Model does not have similarity score function, but we managed 

to create a formula for Our Boolean Model to calculate the similarity score, the formula is: 

Score = word of document matched by the query / The input word count of query 

 

Here, we will demonstrate how to get top search results from Boolean Model. 
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Attributes of BooleanModel: 

Attribute Description 

private Corpus corpus This is corpus  

private int queryLength Used for storing the word count of query. 

private List<WordMetadata> 

queryResults2 

Used for storing the corresponding inverted index of a 

target term after running getResultInMapByTerm(String 

term). 

private Map<Integer, Integer> 

counter2 

Used to store the occurrences of the document ID 

appear in queryResults2. 

private Map<Integer, Double> 

resultForAllIdScore 

Used to store all similarity score between the query and 

the retrieved documents. 

private 

ArrayList<SearchResult> 

Used to store top 1000 results of resultForAllIdScore. 
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resultForTop1000IdScore 

private int resultCounter Used to store the number of results. 

 

Methods of BooleanModel: 

getResult method details 

public SearchResult[] getResult(ArrayList<String> querys) 

 

This method can be considered as the main method of this class, it has the responsibility to 

run other methods to search documents, calculate similarity score and get top 1000 

searched results. 

 

It will return SearchResult[] topResults, which is top 1000 searched results. 

 

getResultInMapByTerm method details 

private void getResultInMapByTerm(String term) 

 

In this method, it will get the corresponding inverted index of a single term and append the 

result into the List<WordMetadata> queryResults2. 

 

counterOfQuery2 method details 

private void counterOfQuery2() 

 

In this method, it will count the occurrences of same fileID in Array queryResults2 and then 

append the result into Map<Integer fileID, Integer occurrences> counter2. 
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calScore method details 

private void calScore() 

 

In this method, it will calculate the similarity score between the query and the retrieved 

documents.  

 

The similarity score formula: 

Let X = the occurrences of corresponding fileID in Array queryResults2 (it is stored in 

counter2) 

Let Y = The word count of query (if query is “Turkey Iraq water”, that mean there are 3 

words) 

Similarity score = X / Y 

 

Finally, the similarity score of between the query and the retrieved documents will be 

append into Map<Integer documentID, Double score> resultForAllIdScore. 

 

getTop1000Result method details 

private void getTop1000Result() 

 

This method is to load top 1000 results in resultForAllIdScore and store these top 1000 

results into ArrayList<SearchResult> resultForTop1000IdScore. 

 

This is the sequence diagram of the Boolean Model class.  
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3.1.1 Ranking Techniques 

In the normal Boolean Model, there is no ranking and similarity score function to do the 

ranking of each query. To achieve ranking, we use the first in first out, which does not 

consider the similarity score and only considers the order of the No. document.  

For example, there is two matched document – “FT923-5358” and “LA122690-0032”. The 

Boolean Model will see the “FT923-5358” as rank 1 and “LA122690-0032” as rank 2.



3.2 Vector Space Model 

Here, we will demonstrate how to get top search results from vector space model.   

 

 

 

As for the logic of this class, simply put, we iterate all the query terms that have been 

processed with Porter Stemmer, and we incrementally compute cosine similarity score of 

each document as query words are processed one by one. We store the information in hash 

map, the file ID as the key and score as the value. Finally, we will get the top search result 

based on that.   

 

When we initialize this class, the constructor will take the Corpus as parameter and assign it 

to the local field.  

 

getSearchResults method details 

public ArrayList<SearchResult> getSearchResults(ArrayList<String> query) 

 

In this method, we firstly iterate all the terms in the query, and then it will invoke and get the 

HashMap from a method called getTermDotProductRanking in each iteration loop. According 

to the results of each iteration loop, the key/value will be merged as well in the 

HashMap<Integer,Double>. The dot product will be normalized and sorted, and the result 
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will be returned as an array list.  

 

 

getTopSearchResults method details 

public SearchResult[] getTopSearchResults(ArrayList<String> query) 

 

In this method, we will get the array list of SearchResult from the getSearchResults method, 

and we will compute the size of this array list. If it’s larger than or equal to 1000, we will only 

get the first 1000 results and omit the rest one. We will accept all if the size is smaller than 

1000. And we will return the top search results for creating TREC search result.  

  

getTermDotProductRanking method details 

private HashMap<Integer, Double> getTermDotProductRanking(String term) 

 

In this method, it will check if the word can be found in the corpus. If there is no such 

term(key) in the inverted index, it will return an empty HashMap. If there is such a key, it will 

return a HashMap<Integer, Double>, the key of which is file ID, and the value is TF*IDF.  

 

The sequence diagram of this class is as follows.  
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3.2.1 Ranking Techniques 

 

The ranking of the documents is based on sorting the document’s cosine similarity scores 

produced by the vector space model in descending order. So, the document with the highest 

score is 1st in rank and the lowest is the last in rank. 

 

 

 

3.3 Fuzzy Boolean Model 

3.3.1 Introduction 

The fuzzy Boolean model parses the query and calculates scores for each document based on 

the membership function. In our implementation, the membership function is defined as the 

term weight divided by the term weights in all documents. For example, for a query word 

“turkey” and 3 relevant documents. Our model will calculate the term weights of “turkey” in 
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all 3 documents as t1, t2 and t3. Then, the term weights after being processed by the 

membership function should be t1/(t1+t2+t3), t2/(t1+t2+t3), t3/(t1+t2+t3). 

For the short and long query, this membership function has proved itself to work well. 

Note that the ranking criteria is same as Boolean model, based on the score of each 

document. 

3.3.2 Class Model 

The graph below shows the UML diagram of the java class model. The BooleanOperator is an 

enumerator class including five major members, AND, OR, and NOT, left and right 

parenthesis (‘(‘and ‘)’). 

The FuzzyBooleanModel is the processor class which parses the query string and outputs the 

top search results based on the algorithm. 

 



 16 

 

 

3.3.3 Algorithm 

The algorithm is divided into two major components. The first component is parsing the 

input query string. The second component is calculating the scored based on the term and 

boolean operators. 

For the query string parsing, the algorithm has two stacks initially. One for boolean 

operators, and the other for the operands. The operand is a double array storing the scores 

of each document for a query word. When the algorithm encounters a boolean operator, the 

operator is pushed into the operator stack for later calculation. When the algorithm 

encounters a word, it will build an operand, which is a double array representing the 

membershiped scores for each document. 

The algorithm will perform a calculating when it encounters one of the following situations. 

1. The top of the operator stack is “NOT”, and the operator stack in not empty. 

2. The top of the operator stack is “)”（right parenthesis）. If this happens, then the 

algorithm will keep doing calculating until “(“（left parenthesis） is met.  

3. The query string is ended. The algorithm will keep doing calculating until the operator 

stack is empty. If the query string is valid, then the operand stack will have one operand 

array only, which is supposed to be the overall scores. 

The algorithm will throw out an exception if one of the following situation is met. 

1. The right paranthesis is met but there is no left parenthesis in the operator stack. 

2. There are consecutive AND, OR. (for example,w1AND OR w2 is invalid) 

3. NOT is followed by AND, OR. 

 

In the end, the algorithm will return a sorted array containing 1000 documents along with 

their scores to the caller. 

 

 

3.4 Advance Model 

 

 3.4.1 Introduction 

 

In the advance model part, we are inspired from pseudo relevance feedback. We will make 

use of automatic feedback to expand the query, which will make the query more specific. We 
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first get the search result of the vector space model, then expand the query according to the 

search result.   

 

 

 

3.4.2 Techniques and Analysis 

 

STEP 1. Feed the original query into the vector space model and get the top1000 relevant 

files. (We will use TF^2*IDF as the score.) 

 

STEP 2. After obtaining the ranked searching results of the vector space model, we will 

calculate the document frequency of each term in the query, if the document frequency is 

larger than 0.1, then we will delete the term, since it implies the term is a very general one. 

This operation will help us to find more relevant documents.  

 

STEP 3. We will choose the most relevant document in our first search, then we will calculate 

the TF-IDF score for each term, then we will add the top3 highest score term into the 

original query (we assume these terms are also related to the user’s query).  

 

STEP 4. In the new modified query, we will delete the term with large document frequency 

as we did in step2. After that, we will use the modified query to search for the result.  

 

The reason we choose to expand the original query is that:  

There are only a small number of terms in a query, which means the given information is 

limited. When we want to find a relevant file, we may want to use more information to help 

us get the most relevant one. For example, when we want to use the query “Turkey Iraq 

water” to find files containing news of water issues between Turkey and Iraq, we can provide 
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more information such as “Euphrates”, “hydropower station” to enhance the searching 

process. Even if we have preprocessed the query using porter stemmer, we cannot manually 

add new terms to the query. Then we use the top1 relevant files in the search result to 

provide more information for the search engine. 

 

 3.4.3 Effective Evidence 

 

The result of our advanced model is better than vector space model, boolean model and 

fuzzy boolean model. 
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The above figure shows the interpolated recall-precision plot. (advance model: blue, vector space 

model: green, fuzzy boolean model: orange, boolean model: red) 

 

 
The above figure shows the document-precision plot. (advance model: blue, vector space model: green, 

fuzzy boolean model: orange, boolean model: red) 

 

 

4. Experiments 

4.1 Experimental Design 

The workflow of generating .ret file: 
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The experiment contains the following steps: 

 

1. Run the program, the program will find the inverted file and read the file data. After 

that the program write the inverted file data into the Memory. 

 

2. After the step 1, the CLI interface will display, and user can choose which model they 

want to use and use the short queries or long queries. After the choose, the program 

will be generating result .ret file and save in /SearchEngine folder. After generating, 

the CLI interface will back, user can choose another model and queries, no need do 

step 1 again. 

 

3. The generating result is following this step: 

1. short queries and Boolean model 

2. long queries and Boolean model 

3. short queries and Vector Space model 
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4. long queries and Vector Space model 

5. short queries and Fuzzy Boolean model 

6. Long queries and Fuzzy Boolean model 

7. short queries and Advance model 

8. Long queries and Advance model 

 

4. The Experimental is end. 

 

4.1.1 Retrieval Program Execution 

 

The experiment is conducted in specific Windows PC and used an IDE to run the program. 

Here is the workflow to execute the program and get the TREC search result. 

 

1. Open IntelliJ IDEA Ultimate and open the directory GroupCzip/Information-Retrieval-

main/SearchEngine (Do not directly open the Information-Retrieval-main folder) 

 

 

 

2. Open the SearchEngineDemo.java file, it locates on SearchEngine/src/main/java/Search/ 
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SearchEngineDemo.java      

 

 

3. Click the Build Project on the function bar, after it finished building the project, click Run 

on the function bar. 

 

 

4. The program will read the inverted file to the memory; it takes a while to process. 



 23 

 

 

5. There are some options for user to choose the retrieval model that need to execute follow 

the instruction, for example if the result needs to be generated from Boolean Model, type 

01.   

 

 

6. Choose the short query or long query file that needs to generate, for example if the result 

needs to be generated by short query which is quertT, type 01 and enter. 
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7. The result has been generated and store in SearchEngine folder 

 

 

8. Repeat the above step to generate short query or long query result from different models. 
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4.2 Experiment Environment  

We used the COMP Lab PC for the experiment, specification is below: 

Item Description 

CPU Inter(R) Core (TM) i7 – 10700 CPU @ 2.90GHz 

Operation System Windows 10 

Memory 32GB 

 

IDE 

IntelliJ IDEA Ultimate 

Version: 2022.2.4 

Build: 222.4459.24 

23 November 2022 

Java JDK Java 1.8 or Java 17 

  

 

 

4.3 Experimental Result 

4.3.1 Time-efficiency 

Task No. Task Time 

1 Read the inverted file data write into the Memory 6 min 52 Second 

2 Use short queries and Boolean model generating the 

result 

3 Second 

3 Use long queries and Boolean model generating the 

result 

4 Second 

4 Use short queries and Vector Space Model generating 

the result 

3 Second 

5 Use long queries and Vector Space Model generating 

the result 

5 Second 

6 Use short queries and Fuzzy Boolean model generating 4 Second 
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the result 

7 Use long queries and Fuzzy Boolean model generating 

the result 

5 Second 

8 Use short queries and Advance model generating the 

result 

1 min 6 Second 

9 Use long queries and Advance model generating the 

result 

1 min 8 Second 

 

4.3.2 TREC Evaluation Result 

 

Put all the .ret file into the TREC evaluation program folder, on Windows CMD run command: 

trec_eval_cmd.exe -o judgerbust XXXX.ret ,  XXXX which is the .ret file name, will produce 

the result. 

 

4.3.2.1 Boolean Model with Short Query 
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4.3.2.2 Boolean Model with Long Query 

 

 

4.3.2.3 Vector Space Model with Short Query 
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4.3.2.4 Vector Space Model with Long Query 

 
 

4.3.2.5 Fuzzy Boolean Model with Short Query 
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4.3.2.6 Fuzzy Boolean Model with Long Query 

 

 

4.3.2.7 Advance model with Short Query 
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4.3.2.8 Advance model with Long Query 

 

 

 

4.4 Analysis 

 

 

⚫ Short Query Recall-Precision Analysis 

 

In short query recall-precision, fuzzy Boolean Model has the highest performance compared 

to the other models. 

⚫ Long Query Recall-Precision Analysis 
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In long query recall-precision, Advance Model and Vector Space get the similar high 

performance compared to the other models. 

 

⚫ Short Query MAP Analysis 

 

In short query MAP, Fuzzy Boolean Model has the highest performance compared to the 

other models. 

 

⚫ Long Query MAP Analysis 
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In long query MAP, Advance Boolean Model has the highest performance compared to the 

other models. 

 

⚫ Short Query Top 10 Documents Precision Analysis 

 

In short query top 10 documents precision, Fuzzy Boolean Model has the highest 

performance compared to the other models. 

 

⚫ Long Query Top 10 Documents Precision Analysis 
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In long query top 10 documents precision, Advance Model has the highest performance 

compared to the other models. 

 

 

⚫ Short Query R-Precision Analysis 

 

In short query r-precision, Fuzzy Boolean Model has the highest performance compared to 

the other models. 
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⚫ Long Query R-Precision Analysis 

 

In long query r-precision, Advance Model has the highest performance compared to the 

other models. 

 

 

 

 

 



5. Conclusion 

The report has explained the logic and implementation of the models which are Boolean, 

Vector Space, Fuzzy Boolean and Advance Model. As for the experiment part, we explained 

the method we used for experimenting as well as the result. 


